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As [8][3][6] have discussed, for beginner programmers, the compilation error given by com-

piler seems puzzling and is difficult to understand. The compilation error messages are technically

correct but they usually fail to effectively help a beginner programmer on how to address their er-

rors. In many cases, this is true for experienced programmers also but for someone who has

recently started programming, it requires too much effort from their side as well as from their

mentors. With large number of students, it becomes more difficult for mentors to give sufficient

attention to each student.

Hence, the use of automatic program repair and suggestion to fix compilation errors is very much

needed. This field is currently a focus of research. Such tool will be of great convenience not just

to beginners but to experienced programmers as well.

We have built upon MACER++ [8] and we have modified its repair class structure and repair appli-

cation algorithm. We have introduced two new operations viz. replace and move in MACER++’s

repair class. Our approach gives nearly 70.5% pred@5 [3][8] and 72% pred@10 measure on

TRACER’s [1] single line test dataset.

We have also added event logging feature to PRIORITY [8] [6] using which we can further im-

prove ML algorithms that can be used to label new problems more accurately. For more details on

this, please refer [9]
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CHAPTER 1

Introduction

Contents
1.1 Our Contributions . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3

As discussed in [8][3][1], computer programmers primarily rely on feedback from program-

ming environments like compilers to modify their code. Compiler error messages are accurate in

theory but they don’t help new programmers much. Such inexperienced programmers may be-

come confused by the terse language used in compiler error messages, which may contain words

like "prototype" or "dereference". Usually, compilers only concentrate on technical aspects and

throw errors in such a way which does not correspond with the user’s basic error pattern. There are

several examples that show compiler error messages can be somewhat frustating. Inexperienced

programmers frequently turn to human mentors for helping and correcting their code. This method

is not scalable considering the growing number of students as compared to mentors. Because of

its potential in programming instruction, automatic programme repair tools need to be developed

which can benifit programmers as well as educators.

In recent work [3], an AI-based pipeline has been developed that takes an incorrect program as

input and as output, gives compilation-error free repaired program. Compared to other techniques

like [5], this methodology is better suited for educational applications since it does not only di-

rectly gives a repaired program which compiles anyhow but the repairs suggested by it resemble

close to what student wrote. This helps them learn to correct their mistakes on their own rather

than directly getting a repaired program which would undermine learning.

1.1 Our Contributions

In attempt to apply repair to an erroneous source line, MACER and MACER++ consider only

two types of operations viz. insert and delete. Taking it one step further, we have introduced 2

new operations viz. replace and move. So, in our work, a symbol can be either inserted, deleted,

replaced or moved to repair the erroneous source line. This also makes the type of repair more

understandle by beginner programmers. For example: Suppose we want to suggest students to

help them repair their mistake. Consider the source line which has errors:

if ( a = 1 || a = 21 || a = 31 )

Our application, similar to MACER and MACER++, but in more general cases as well, will tell

correctly them to replace all the three instances of ’=’ with ’==’.

Consider the erroneous source line written by student:

printf ( "hello world" ; ).

3



4 Chapter 1. Introduction

Note that the symbol ’;’ needs to be moved one index towards right to fix the error. In case of

MACER and MACER++, the predicted repair class for this source line will tell to delete ’;’ and

insert ’;’. Our proposed method is intended to tell them to move ’;’ which is easier to understand.

This thesis is one of the three associate theses that were completed together. For complete context,

please refer to [7] and [9]
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CHAPTER 2

Related Works

Contents
2.1 TRACER . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5

2.2 MACER . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6

2.3 MACER++ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6

2.4 Deepfix . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7

2.5 Dr Repair . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8

2.1 TRACER

As discussed in [1], with a special combination of deep learning and programming language the-

ory tools, TRACER[1] produces repairs that not only guarantee successful compilation but also

closely match fixes performed by students who have encountered similar mistakes. TRACER is

more effective at providing real-time feedback during lab or tutorial sessions because of its tar-

geted approach, which offers particular corrections instead of merely making sure code compiles.

This sets it apart from other solutions that only concentrate on reaching a given compilation suc-

cess rate.

There have been some work for creating specialised compilers for inexperienced users with the

goal of improving error correction over normal compilers and offering superior feedback. This re-

quires lot of work to be put in by compiler designers and they must do it again for every compiler

that is used. TRACER acknowledges that the goal of program repair in educational settings goes

beyond just getting rid of compilation faults by any means. For example, by eliminating the error

line completely.

Rather than hiding the underlying mistakes from students, TRACER intends to provide them the

tools they need to solve similar problems on their own in the future. MACER[3] has built upon

this idea of TRACER.

To repair code, TRACER uses 3 modular steps: Error localization(locate lines where repair must

be performed), abstract code repair and concretization.

For the error localization phase, TRACER leveraged an important observation from a dataset of

introductory C programs, where students made single-line edits. They noted that if a compiler

error message attributes the compilation error to line number l, it is beneficial to consider lines l-1,

l and l+1 as potential candidates for repair.

This approach achieved comparable accuracy to more intricate techniques such as [5]. MACER

5



6 Chapter 2. Related Works

uses this same method. Whereas MACER++[8], along with lines l-1, l and l+1, also uses those

lines which contains the identifier reported in compiler error message.

For abstract code repair phase, TRACER considers the erroneous source line as sequence of

tokens and attempts to predict new sequence of tokens as corrected target line using RNN.

In concretization step, abstracted symbols are converted back to concrete code using symbol

table.

2.2 MACER

MACER[3] follows the same idea for error localisation as TRACER. To repair code, MACER uses

6 modular steps:

• repair lines localization

• feature encoding

• repair class prediction

• repair profile localization

• repair application

• repair concretization (undo abstraction)

As shown in [3], MACER has 1016 repair classes. It has 2239 dimensional feature vector( 163

unigrams, 1960 bigrams and one more thing). MACER++ has around 700 repair classes. MACER

considers compiler error ID for repair class creation whereas MACER++ does not. The benifit of

seggregating the whole process into smaller modular steps is that it helps novice programmer to

identify what modification can be done into their code to remove compilation error empowering

them to learn how to address similar issues independently in the future. Many similar past works

have been done like [5] [2] but they Provide repaired program directly, which may undermine the

intended learning outcome. Such a code which merely compiles and doesn’t resemble much with

what the student wrote.

2.3 MACER++

Our method follows the same pipeline as of MACER++[8]. MACER++ proposed some optimiza-

tions to MACER like:-

• removing compiler error IDs information from repair classes

• better error localization by including those lines into potential candidate for erroroneous

lines which contain those idenitfiers which were reported in compilation error. MACER

only considered lines l-1, l and l+1 where l is the line reported as erroneous line by the

compiler .

6



2.4. Deepfix 7

Figure 2.1: MACER’s 1016 repair classes. Image credit [3]

Figure 2.2: MACER pipeline. Image credit [3]

2.4 Deepfix

Deepfix[5] was one of the first approaches to use deep learning to automate program repair oper-

ations. By deliberately introducing faults into working programs, it creates a training dataset and

then an attention[10] based sequence to sequence deep learning model is trained using this dataset.

As discussed in [5], during the repair process, DeepFix feeds the whole incorrect program

rather than just specific lines to the deep learning model as input, in contrast to TRACER. The

model then makes the necessary changes to the program, which is then compiled. If the repairs are

successful, they are accepted. if not, the program is sent back into the model to fix any mistakes

that could still exist. This is done iteratively until the program successfully compiles or hits a

timeout limit.

7



8 Chapter 2. Related Works

Figure 2.3: MACER++ error localization. Image credit [8]. Compiler gives the error:
13:1: error: extraneous closing brace(’}’)

2.5 Dr Repair

Dr.Repair[11] creates a program-feedback graph connecting diagnostic feedback and source code

symbols relevant to program repair. Then, it further uses graph neural network for the purpose of

applying repair.

As discussed in [11], it also uses a self-supervised learning strategy which generates a large

number of additional program repair examples by using online unlabeled programs. Then it pre-

trains its model using these examples.

In order to forecast error line indices, the model encrypts these inputs using LSTM and graph

attention layers.

8



CHAPTER 3

Problem Formulation

Contents
3.1 Limitations of MACER and MACER++ . . . . . . . . . . . . . . . . . . . . . . . . . . 9

3.2 Restrictions with having only two operations . . . . . . . . . . . . . . . . . . . . . . . 10

3.1 Limitations of MACER and MACER++

We have built upon MACER++ by introducing two new operations viz. replace operation and

move operation for the purpose of correcting erroneous program as well as to make error repair

suggestion more easier to understand.

MACER and MACER++ support only insert and delete operations. These applications are able

to detect replace operations only when number of symbols to be deleted is equal to number of

symbols to be inserted. While this can be true in lot of cases in the dataset used by them but in

general, it cannot always be true. Even when the number of symbols to be deleted is equal to

number of symbols to be inserted, it may not be the case that replace operation needs to performed

because those inserts and deletions may be required at different locations. Also, when number

of inserts is not equal to number of delete, it may be the case that replace operations needs to be

performed because more number of symbols may need to be replaced with less number of symbols

and similarly less number of symbols might need to be replaced with more number of symbols.

This helps our application to perform well in more general cases.

Similarly we have incorporated move operations in our application as well which MACER and

MACER++ do not support. They handle move operations with delete followed by insert. This

also helps the prediction model to be trained with compact data with same amount of information.

Suppose the symbol ’;’ needs to be moved from its current index in erroneous line to some other

index to remove compilation error.

• The MACER++ repair class would look like: [’delete ;’,’insert ;’]. This means delete the

symbol ’;’ and insert the symbol ’;’ to remove compilation error from erroneous line.

• Our repair class would look like: [’move ;’]. This means move the symbol ’;’ to remove

compilation error from erroneous line.

• If there are many symbols which need to be moved then we can observe that MACER++

repair class would become lengthy and a bit difficult to understand by a student whereas our

9



10 Chapter 3. Problem Formulation

repair class would contain the same information in a compact and easier to understand way.

This could be used for better suggestions/hints that can be given to the students so that they

can try to fix the error by themselves.

3.2 Restrictions with having only two operations

Only two operations viz. insert and delete were being used to handle vast number of repair cases

by MACER and MACER++ which, in general, would not be able to repair some cases which can

be repaired by introducing wider set of operations. Also, this offers more advantage for teaching

and learning

10



CHAPTER 4

Proposed Method

Contents
4.1 Modified repair classes . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11

4.2 Repair application . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13

4.2.1 Move repair application . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13

4.2.2 Replace repair application . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14

4.2.3 Add repair application . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14

4.2.4 Delete repair application . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14

4.2.5 Miscellaneous repair application . . . . . . . . . . . . . . . . . . . . . . . . . . . 15

MACER and MACER++ utilize Python’s diff class library to identify insert and delete oper-

ations. They compare abstracted erroneous source lines with corresponding abstracted error-free

lines from the training dataset to pinpoint symbols requiring insertion or deletion. However, we

propose expanding beyond insert and delete operations by introducing replace and move oper-

ations. This broader set of operations can address additional repair scenarios and enhance our

algorithm’s performance across a wider range of cases.

4.1 Modified repair classes

A repair class tells the type of repair that should be applied on an erroneous line of code so as to

remove compilation error. The benifit of it, as compared to other methods like Deepfix[5], is that

it not doesn’t only anyhow offers successful compilation but rather it suggests fixes that closely

resemble with what student wrote.

As discussed in [8] [3], MACER incorporates the following data in its repair classes:

• Compiler Error ID

• list of tokens need to be inserted

• list of tokens need to be deleted

MACER++[8], as part of its optimization, argued that the use of compiler error IDs is not beni-

ficial and hence removed this information from repair classes and observed some improvements

in prediction accuracy.

We have also not included the compiler generated error ID in our repair classes, just like MACER++.

11



12 Chapter 4. Proposed Method

Figure 4.1: Detecting move right operation

Figure 4.2: Detecting move left operation

Below are the types of repair classes in our proposed modification:

• Insert repair class: These are the repair classes in which all tokens should only be inserted.

This is same as that of MACER++.

Example: [’ins )\nins *\nins (’]

This tells that the tokens ’)’, ’*’ and ’(’ need to be inserted in the abstracted erroneous source

line to remove compilation error.

• Delete repair class: These are the repair classes in which all tokens should only be deleted.

This is same as that of MACER++.

Example: [’del {’, ’del }’]

This tells that the tokens ’{’ and ’}’ need to be deleted from the abstracted erroneous source

line to remove compilation error.

• Replace repair class: These are the repair classes in which all tokens should only be re-

placed with some other tokens.

Example: Consider the erroneous line:

12



4.2. Repair application 13

if ( fact ( i ) = < n & fact ( i + 1 ) >= n )

The repair class for it will be:

[’rpm =\nrpm <\nrpa <=’]

This denotes that token ’=<’ needs to be replaced with ’<=’ from erroneous line of code to

remove compilation error.

• Move repair class: These are the repair classes in which all the tokens should only be

moved to some other location.

Example: Consider the abstracted erroneous line:

if ( b <= 0 ) { b = 0 } ;

The repair class for it will be:

[’mve ;’]

This denotes that the token ’;’ needs to be moved either to its left or right from its current

position in the erroneous line of code to remove compilation error.

• Miscellaneous repair class: These are the repair classes which require more than one type

of repair (combination of insert, delete, replace and move repairs).

4.2 Repair application

• Repair classes are used to denote what type of tokens need to be inserted, deleted, replaces

or moved and repair profiles are used to determine at which bigram, the edit needs to be

done. These bigrams are nothing but bigrams of tokens present in the erroneous source line.

Repair profiles are predicted using a One vs All classifier.

• We have done some modifications in repair application code of MACER++ to handle the

new separate operations viz. replace and move that we have introduced in our work.

4.2.1 Move repair application

• In repair application of move class, we move the token which needs to moved ( as predicted

in our repair class ) to all the positions to its left as well as to all the positions to its right

and after each move, we check if the code is able to compile successfully. If it compiles, we

stop. Otherwise, we move it to other position and check again.

• If there are multiple tokens that need to be moved, then we move the first token and for its

each move step, we move all the other tokens recursively. At any point, when the code is

able to compile successfully, we stop.

• The issue with this is that since this is a brute-force approach, the runtime complexity in-

creases. Since we are performing repair application on abstracted erroneous line, the token

13



14 Chapter 4. Proposed Method

which is predicted by the move repair class maybe present in multiple locations. So, we

need to consider each of those tokens as our potential move candidate. This causes the run-

time to increase even more.

• To avoid this, we observed in our dataset that students will not, in general, put an incorrect

token to a large distance from where it is supposed to be. So, usually, a token would not

need to be moved more than 3 indexes. So instead of moving each token to all the positions,

we only move it 3 indexes to the left and 3 indexes to its right. We apply this on each token

which needs to be moved.

4.2.2 Replace repair application

• In repair application of replace class, we take the token which needs to be replaced and

we call it as toreplace. We call the token which should be put in the place of toreplace as

withreplace.

• Since the repair application runs on abstracted erroneous line, there can be multiple in-

stances of toreplace in the erroneous line. So, we need to consider each instance as the

potential candidate for replace and replace each of them one by one and check which re-

placement causes the compilation error to go away.

• If there are multiple tokens which need to be replaced then rather than treating toreplace as

a string, we create toreplace as a list of strings( similarly for withreplace). Then we replace

each element of toreplace and then for each replacement, we replace the further elements of

toreplace recursively. At any point, when compilation becomes successful, we stop.

4.2.3 Add repair application

• The add repair application is same as that of MACER++. All the tokens which need to

be added are clubbed together and based on repair profile, they are inserted and checked if

code compiles successfully. This was done after observing in the dataset that, in general,

the tokens which student has missed to add, need to be added near each other.

4.2.4 Delete repair application

• The delete repair application is same as that of MACER++. All tokens to be deleted(as

predicted by repair class) are one by one deleted from the positions predicted by the repair

profile and checked if the code compiles successfully.

14



4.2. Repair application 15

4.2.5 Miscellaneous repair application

• In miscellaneous repair application, sequence of delete, add, move and replace repair appli-

cation is run and we check if compilation error goes away. We ensured that those operations

which make use of repair profile like delete and add are run before those which do not make

use of repair profile like replace and move.

• This is done because if we perform move or replace repair application first then the indices

may get changed and we won’t be able to make use of repair profile.

15
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5.1 Dataset

We report our accuracy on TRACER’s dataset[1]. In this dataset, there are compilation errors only

on a single line, hence referred to as single line dataset as well. As discussed in [8] [3] [1], it con-

tains 4326 problems. The dataset was gathered from first-year undergraduate students attending

an introductory programming course at IIT Kanpur. Weekly programming tasks were required for

this course, and its purpose was to assess students’ programming skills. For every assignment,

students were allowed to submit it more than once and only the final version was considered for

grading. The students’ attempts were saved periodically as they worked towards solving problems.

5.2 Detecting move-left/move-right vs move operation

5.2.1 move

advantage: more number of training examples will be available.

disadvantage: more time will be required in repair application because the symbol will be needed

to move both left and right.

5.2.2 move-left and move-right

advantage: less time required in repair application( because move-left symbols will only be

needed to move left and move-right symbols will only be needed to move right)
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disadvantage: move training examples will be split into two parts(move left and move right). So,

for each class(viz. move left and move right), the number of training examples will become less.

• We experimented with both move-left/move-right and move and we observed that it is better

to use move operation rather than move-left/move-right operation.

• For example, if the repair class contains these information: move-left ’symbol1’ , move-

right ’symbol2’ and move-right ’symbol1’. Note that symbol1 is present at two different

locations and one of them needs to be moved left while other needs to be moved right. We

won’t be able to know which one of the symbol1 needs to be moved left and which one

needs to be moved right.

• So, anyway we will need to check all the possibilities i.e. both the symbol1 should be moved

left as well as right.

• This is exactly what we would end up doing if we had detected move rather than move-

left/move-right and also, we are getting less number of training data for each move-left/move-

right operation.

• Also, this case would be hitting more frequently as we are working on abstracted erroneous

line where same type of symbols would be present multiple times.

5.3 Metric used

We have used pred@k metric, which was introduced by MACER[3], to evaluate our model’s

performance. This metric denotes the ratio of programs in test dataset on which the model was

correctly able to repair and remove compilation error, to the total number of programs in the test

dataset. Here k denotes the top k predictions of repair classes by our model.

5.4 Results

Here we report our result on pred@k metric where k denotes the top k repair class predictions.

pred@1 0.573
pred@2 0.641
pred@5 0.705
pred@7 0.708
pred@10 0.72

Table 5.1: pred@k measure

18
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5.5 Less number of move training data

• we observed that move class is being predicted very rarely because of which some of the

erroneous source lines which require moving a symbol to repair the compilation error are

not getting repaired

• We observed that the number of training data points for move repair class is very less as

compared to insert, delete and replace which may be cause of this issue.

5.5.1 Synthetic data generation for move class

– we wrote a script to generate synthetic move data

– from the TRACER’s singleL training dataset, we took correct abstracted code and we

moved one symbol to some other location in the same line that will cause compilation

error.

5.5.2 Results after including synthetic move data

– we saw no change in result. Still, move classes were rarely being predicted.

– this could be caused due to the difference in nature of actual mistakes done by student

and the type of mistake that we have introduced with respect to move repair.

– Instead of TRACER’s single line dataset, we validated our move repair application on

the synthetic move data generated by us that we kept aside for validation. We still

observed that move classes were not being predicted on them by our model.

5.6 Performance on individual repair classes

Here we show pred@k measure on some top and lowest individual repair classes.
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Figure 5.1: pred@k measure on top 100 repair classes

Figure 5.2: pred@k measure on lowest 250 repair classes
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This chapter is an extension of the work [9]. Please refer to it for more details.

As shown in [8] [6], the primary objective of the PRIORITY[8][6] tool is to create a search-

able index of a large number of programming problems collected from previous ESC101 course

offerings. With the help of priority, in future offerings, the problem solvers of this course will be

able to efficiently search for specific problems based on the programming skills, difficulty level,

and concepts needed to solve them. By reviewing these past questions, problem solvers can gain

insights into the pattern of questions present in the course, facilitating the process of creating new

problems in a much easier and similar fashion.

6.1 Our contribution

We have added the event logging feature to priority. We will now take a look at how events are

logged in PRIORITY using which we can collect data which can be used for further improving

the ML algorithms that can be used to label new problems more accurately.

6.2 The setup

MySQL is an open-source relational database management system that uses SQL. It’s one of the

most popular database systems in the world and is commonly used for web applications, par-

ticularly those running on the LAMP (Linux, Apache, MySQL, PHP, Python, and Perl) stack.

Integrating a MySQL data model into a Node.js application involves the following steps:
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Figure 6.1: PRIORITY. Image credits: [9]

1. Install Dependencies First, we need to install the necessary packages. We need the MySQL

package to connect to the MySQL database and interact with it.

2. Set Up Connection We need to establish a connection to the MySQL database from the

Node.js application. This involves providing connection details such as host, user, password,

and database name.

3. Perform Database Operations After establishing a connection, we can perform various

database operations like query, insert, update, and delete.

4. Close Connection After we are done with our database operations, it’s a good practice to

close the connection to release resources.

6.3 First Logging Event

PRIORITY logs events in a MySQL database. The first logging events occurs when a user per-

forms a search in PRIORITY.

6.3.1 Process

Let us explain this event in detail in a sequential manner.

1. user opens PRIORITY and sees the homepage.

2. user selects a query. In this case, a query means that a user selects a number of labels (one

or more) and difficulty level (Optional).

3. User clicks on Search button.

22



6.4. Second Logging Event 23

4. The user sees a list of questions on the page.

After step 4, the first event is logged.

6.3.2 Log Data

The log event contains the following information.

• TimeStamp: The current data and time of the system when the Search button was clicked.

Datatype is datetime in NodeJS.

• Username: The PRUTOR[4] login id of the user who has performed the search request.

Datatype is string in NodeJS.

• Problem Labels & Difficulty: The selected labels are put in a list. At the end of the list, if

the user has selected a difficulty level, a single character 1,2,3,4 or 5 is appended denoting

the difficulty level. In NodeJS, it is an array of strings.

• Search Results: The list of questions received in reponse to the query are saved in the form

of problem ids of each question. This is stored as an array of problem ids in NodeJS.

6.3.3 Uses & Benefits

This type of log will serve 2 purposes mainly.

• Creating a repository of frequently searched topics on PRIORITY. This log can further be

classified based on username, user-role (Tutor / Instructor) or timestamp. It can be used to

derive crucial inferences about the user preferences on using PRIORITY.

• The list of responses received in a particular query can help in improving the indexing and

searching process when the database grows bigger with passage of time.

6.4 Second Logging Event

The second logging events occurs when a user imports the problem from PRIORITY to PRU-

TOR. Logging this event serves the benifit of providing user preference when a list of questions is

provided. These logs can be used for further analysis and improvement.

6.4.1 Process

Let us explain this event in detail in a sequential manner.

1. User views a problem on PRIORITY.

2. User finds that the questions is suitable for current offering of ESC101.

3. User clicks on Import button.
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6.4.2 Log Data

The log event contains the following information.

• TimeStamp: The current data and time of the system when the Search button was clicked.

Datatype is datetime in NodeJS.

• Username: The PRUTOR login id of the user who has performed the search request. Datatype

is string in NodeJS.

• PRUTOR Problem ID: This field corresponds to the new problem id for which user wants

to import a problem from PRIORITY. It is the problem id of the new question in PRUTOR

database.

• PRIORITY Problem ID: This field corresponds to the problem id field of the problem which

is being imported to PRUTOR.

6.4.3 Uses & Benefits

This type of log will serve many purposes. Some of them are listed below.

• It will provide a direct relationship between questions created on PRUTOR as part of ESC101

course.

• It will provide a check to question duplication. If a tutor directly copies the problem from

PRIORITY without changing anything. The tutor can observe this easily.
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